**NGÔN NGỮ LẬP TRÌNH C++**

# MỘT CHƯƠNG TRÌNH CƠ BẢN CỦA C++

## DÙNG CODE BLOCK ĐỂ VIẾT CHƯƠNG TRÌNH C++

|  |  |
| --- | --- |
| * Click double chuột vào biểu tượng của codeblocks để khởi động chương trình. |  |
| * Tạo một file mới * Chọn file |  |
| * Chọn chương trình C++ |  |
| * Lựa chọn ngôn ngữ lập trình C++ |  |
| * Project title: gõ tên của chương trình * **Folder to create project in** : tạo đường dẫn để lưu chương trình. Ta nhấn vào nút … để chọn thư mục. * **Sau khi điền 2 mục trên, Codeblocks tự điền các mục còn lại**. Ta nhấn Next để bắt đầu soạn thảo chương trình. |  |
| * Khai báo 2 thư viện chuẩn trong C++ | #include <bits/stdc++.h>  using namespace std; |
| * Chương trình chính của C++ | Int main()  {  Nội dung chương trình  Return;  { |
| Kết thúc câu lệnh trong C++ là dấu ; | |
| * Sau khi soạn thảo chương trình xong nhấn Bulid chọn Bulid(Ctrl F9) để dịch chương trình. * Lưu ý nếu khi thay đổi trong chương trình thì buộc phải dịch (bulid) lại. * Sau khi dịch chương trình xong, ta chạy chương trình bằng nhấn vào thẻ Bulid chọn Run (Ctrl F10) hay nhấn biểu tượng Run trên thanh công cụ. |  |

## CẤU TRÚC CỦA MỘT CHƯƠNG TRÌNH C++

* Một chương trình C++ thông thường sẽ có hai phần cơ bản
  + **Phần I.** Khai báo thư viện cho trình biên dịch biết cần sử dụng các thư viện nào. Phần này được bắt đầu từ từ khóa **#include.**
  + **Phần II.** Hàm main. Hàm main là điểm mà chương trình C++ sẽ bắt đầu chạy chương trình đầu tiên không phụ thuộc vào vị trí hàm main này được đặt ở đâu (ở đầu, ở cuối hay ở giữa của chương trình). Đây là phần bắt buộc phải có của một chương trình C++.
    - Theo sau hàm main là cặp dấu ngoặc đơn () bởi vì nó là một hàm.
    - Nội dung của hàm main tiếp ngay sau phần được bao trong cặp dấu ngoặc nhọn {}.
    - Nội dung của chương trình chính main bao gồm các câu lệnh và kết thúc một câu lệnh là dấu chấm phẩy (;).
* Một chương trình minh họa

|  |  |
| --- | --- |
| #include <bits/stdc++.h>  using namespace std; | Phần khai báo dùng tất cả các thư viện chuẩn của C và C++.  **Đây là dòng bắt buộc** phải có để viết C+ đơn giản hơn.  Khai báo sử dụng thêm std, nhằm giúp trong chương trình ta có thể sử dụng các hàm một cách thuật tiện hơn. |
| int main()  {    cout<<“ xin chao”;  reture 0;  } | main chính  câu lệnh xuất ra nội dung chữ xin chào ra màn hình  lệnh reture để báo kết thúc hàm main và trả số 0 về cho hàm main ( điều này chúng ta sẽ nghiên cứu sau) |

# CÁC KHÁI NIỆM CƠ BẢN

## CÁC KÝ TỰ DÙNG TRONG C

* Ngôn ngữ lập trình C+ được xây dựng trên bộ ký tự sau:
  + - 26 chữ cái hoa : A, B, C…, Z.
    - 26 chữ cái thường: a, b, c, …, z.
    - 10 chữ số : 0, 1, 2,…9.
    - Các ký tự toán học như +, - , \*, /, =
    - Các ký tự đặc biệt: \_, (, ), #, &, %, …

## TỪ KHÓA

* Từ khóa là những từ được Turbo C+ quy định, từ khóa là những từ có một ý nghĩa hoàn toàn xác định. Từ khóa thường được sử dụng để khai báo các kiểu dữ liệu toán tử, hay các lệnh.
* Các từ khóa cơ bản của Turbo C+: int, float, for, while, break,… Ý nghĩa của mỗi từ khóa sẽ được lần lượt giới thiệu ở các mục sau.
* Từ khóa không được viết IN HOA mà phải dùng chữ thường. Ví dụ từ khóa int thì không được viết là INT.

## TÊN

* Từ khóa là những từ được người lập trình tự đặt để dùng xác định các đối tượng khác nhau trong chương trình. Chúng ta có thể đặt tên cho hằng, tên biến, tên hàm, thủ tuc,….
* Tên do người đặt phải tuân thủ các nguyên tắc sau:
* Tên không được trùng với từ khóa.
* Tên có độ dài không quá 32 ký tự
* Tên không được bắt đầu từ một con số và không chứa các ký tự đặt biệt ( kể cả khoảng trống) nhưng được có ký tự gạch chân để phân biệt giữa các từ.
* **Lưu ý** 
  + Trong các tên, chữ hoa và chữ thường được C+ quy ước là khác nhau. Ví dụ tên biến AB và ab là hai tên dùng cho hai biến khác nhau.

# CÁC KIỂU DỮ LIỆU

## KIỂU SỐ NGUYÊN

* Kiểu số nguyên dùng để lưu các giá trị nguyên hay còn gọi là kiểu đếm được.

|  |  |  |
| --- | --- | --- |
| **KIỂU DỮ LIỆU** | **KÍCH THƯỚC** | **VÙNG GIÁ TRỊ** |
| int | 4 byte |  |
| unsigned int | 2 byte |  |
| long | 4 byte | Hay |
| unsigned long | 4 byte | Hay |
| long long | 8 byte | đến |
| unsigned long long |  | 0 đến 18446744073709551615  0 đến |

## KIỂU SỐ THỰC

* Kiểu số thực dùng để lưu các giá trị thực hay các số có dấu chấm thập phân.
* Để sử dụng kiểu số thực, cần khai báo thư viện ***float.h***

|  |  |  |  |
| --- | --- | --- | --- |
| **KIỂU DỮ LIỆU** | **KÍCH THƯỚC** | **VÙNG GIÁ TRỊ** |  |
| float | 4 byte | Từ | 6 vị trí thập phân |
| double | 8 byte | Từ | 15 vị trí thập phân |
| long double | 10 byte | Từ | 19 vị trí thập phân |

## HẰNG SỐ

* Hằng là một ô nhớ dùng để lưu trữ dữ liệu. Trong suốt chương trình giá trị của Hằng số không thay đổi.
* Khai báo Hằng

|  |  |
| --- | --- |
|  | |
|  | Khai báo hằng số tên pi kiểu số thực và có giá trị là 3.14 |
|  | Khai báo hằng số tên x kiểu số nguyên có giá trị là 10 |

# TOÁN TỬ

## PHÉP TOÁN SỐ HỌC

|  |  |  |  |
| --- | --- | --- | --- |
| **Phép toán** | **C+** | **Ví dụ** | |
| Phép cộng | + |  |  |
| Phép trừ |  |  |  |
| Pháp nhân | \* |  |  |
| Phép chia | / |  |  |
| * Nếu phép chia hai số nguyên thì / trở thành phép chia lấy **phần nguyên.** |  | * 5 chia 3 **được 1** dư 2. * Nên kết quả là 1 |
| * Nếu chia hai số nguyên muốn ra số thập phân thì ép kiêu |  |  |
| * Nếu phép chia hai số trong đó có một số thực thì kết quả luôn cho là một **số thực.** |  |  |
| Phép chia lấy phần dư | % |  | * 5 chia 3 **được 1** dư 2. * Nên kết quả là 2. |

## PHÉP TOÁN LOGIC

* Trong C, phép so sánh và phép logic trả về giá trị 1 ( ứng với True – Đúng) hay 0 ( ứng với fasle – Sai). Do đó để lưu kết quả của phép so sánh hay logic ta dùng biến int.

|  |  |  |  |
| --- | --- | --- | --- |
| **Phép toán** | **C+** | **Giá trị trả về** | **Ví dụ** |
| Phép Và (AND) | && | * Phép chỉ trả về giá ***ĐÚNG*** (1) khi a và b đều có giá trị đúng (1). |  |
| Phép Hoặc (OR) | || | * Phép chỉ trả về giá ***SAI (0)*** khi a và b đều có giá trị sai (0). |  |
| Phép phủ định (NOT) | ! | * Phép trả về giá đối của a. |  |

## PHÉP SO SÁNH

|  |  |  |
| --- | --- | --- |
| **Phép toán** | **C+** | **Ví dụ** |
| **Có lớn hơn không** | > | có giá trị 0  có giá trị 1 |
| **Có lớn hơn hay bằng nhau không?** | >= | có giá trị 0  có giá trị 1  có giá trị 1 |
| **Có nhỏ hơn không** | < | có giá trị 1  có giá trị 0 |
| **Có nhỏ hơn hay bằng nhau không?** | <= | có giá trị 1  có giá trị 0  có giá trị 1 |
| **Có bằng nhau không** | == | có giá trị 0.  có giá trị 1. |
| **Có khác nhau không** | != | có giá trị 1.  có giá trị 0. |

# BIẾN

## KHAI BÁO BIẾN

* Mọi biến cần phải khai báo trước khi sử dụng. Việc khai báo biến chỉ thực hiện một lần duy nhất, là lần đầu tiên biến xuất hiện trong chương trình với cú pháp

**<kiễu dữ liệu> tên\_biến;**

|  |  |
| --- | --- |
| int a,b,c; | Khai báo 3 biến a, b, c kiểu int; |
| long m,n; | Khai báo 2 biến m, n kiểu long; |
| Char k; | Khai báo biến k kiểu ký tự. |

* Biến kiểu nào thì chỉ được chứa các giá trị của kiểu đó.

## NHẬP GIÁ TRỊ TỪ BÀN PHÍM TRONG C

* Cú pháp nhập giá trị từ bàn phím cho một biến

**Cin>>ten biến;**

## GÁN GIÁ TRỊ BIẾN

* Để gán giá trị biến. Ta dùng cú pháp

**<tên\_biến>=<giá trị của biến>;**

|  |  |
| --- | --- |
| a=5; | Gán số 5 cho biến a.  Vậy sau lệnh này biến a có giá trị là 5. |
| int q=9; | Khai báo biến q kiểu int, và q có giá trị ban đầu là 9; |
| a=b=5; | Gán số 5 cho biến a và b.  Vậy sau lệnh này biến a và b đều có giá trị là 5. |
| Có thể viết gọn | Vậy sau lệnh gán này thì |
| Nghĩa là  Nghĩa là  Nghĩa là  Nghĩa là |

## PHÉP TOÁN TĂNG GIẢM

* C đưa ra hai phép toán để tăng và giảm các biến. Toán tử tăng ++ sẽ cộng 1 vào toán tử của nó. Toán tử giảm -- sẽ trừ đi 1.

|  |  |
| --- | --- |
|  | tương ứng với với câu lệnh  sau câu lệnh th có giá trị là 3. |
|  | tương ứng với với câu lệnh  sau câu lệnh th có giá trị là 1. |
|  | đứng sau biến, thì giá trị biến sẽ được gán cho biến , rồi sau đó giá trị biến mới được tăng lên 1.  Ví dụ , sau câu lệnh này thì |
|  | đứng trước biến, thì giá trị biến sẽ được tăng lên 1 giá trị rồi sau đó gán cho biến .  Ví dụ , sau câu lệnh này thì |

## ĐỊNH NGHĨA KIỂU DỮ LIỆU

|  |  |
| --- | --- |
|  | |
|  | Định nghĩa kiểu dữ liệu mới tên là có kiểu là long long  Sau lệnh này ta dễ dàng khai báo các biến khác kiểu long long với câu lệnh  Khai báo 2 biến a, b với kiểu long long. |

# HÀM XUẤT RA MÀN HÌNH C++

* Cú pháp hàm cout

**Cout<< “chuỗi”<<tên biến 1<<tên biến 2<<endl;**

* + Chuỗi là chuỗi cần xuất ra màn hình
  + Tên biến 1, tên biến 2 là cần xuất giá trị của 2 biến này ra màn hình.
  + Endl dấu hiệu xuống dòng;

|  |  |
| --- | --- |
| Câu lệnh | Màn hình hiển thị |
| **Cout<<“ xin chao ”;** | xin chao\_ |
| **Cout<<“ xin chao ”<<end;** | Xinchao  \_ |
| **cout<< “1”<< “ ”<< “2”** | 1 2 |

# THAO TÁC VỚI FILE DỮ LIỆU

* Trong C++ để thao tác trên kiểu dữ liệu file ta dùng hàm freopen.
* Sử dụng hàm freopen.

**freopen(“Tên file”, <chế độ mở file>);**

* Trong đó:
  + Tên file là tên của tập tin mà ta cần thao tác trên nó.
  + Chế độ mở tệp: là các hằng số được định nghĩa sẳn bởi C++ quy định các chế độ mở đọc, mở ghi hay mở ra để cả đọc và ghi.

|  |  |
| --- | --- |
| “r”, stdin | Mở file để đọc. |
| “w”,stdout | Mở file để ghi. |

* Trong đó:

|  |  |
| --- | --- |
| freopen(“UCLN.INP”,“r”, stdin); | Gắn stdin( đường vào của C++) với file UCLN.INP.  Sau hàm này tất cả các lệnh cin đều được lấy giá trị từ file UCLN.INP. |
| freopen(“UCLN.OUT”,“w”, stdout); | Gắn stdout ( đường xuất của C++) với file UCLN.OUT.  Sau hàm này tất cả các lệnh cout đều được ghi lên file UCLN.OUT. |

* Để tạo file INP, OUT ta nhấn tổ hợp phím **CTRL SHIFT N**. Nhập tên file có đuôi.INP và đuôi.OUT tương ứng.

# CÂU LỆNH ĐIỀU KIỆN

## CÂU LỆNH ĐIỀU KIỆN THIẾU

* Cú pháp câu lệnh điều kiện thiếu

if **(điều kiện)**

Câu lệnh;

* Ý nghĩa
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* + Xét điều kiện:
    - Nếu điều kiện đúng (có giá trị 1) thì câu lệnh được thực hiện.
    - Nếu điều kiện sai ( có giá trị 0) thì câu lệnh bị bỏ qua (không được thực hiện)

## CÂU LỆNH ĐIỀU KIỆN ĐỦ

* Cú pháp câu lệnh điều kiện đủ

if **(điều kiện)**

Câu lệnh 1;

else

Câu lệnh 2;
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* Ý nghĩa
  + Xét điều kiện:
    - Nếu điều kiện đúng (có giá trị 1) thì **câu lệnh 1** được thực hiện.
    - Nếu điều kiện sai ( có giá trị 0) thì câu lệnh 2 được thực hiện.
* **Lưu ý.** Nếu là nhiều lệnh (khối lệnh) thì khối lệnh cần được đặt trong cặp dấu ngoặc nhọn { }.

# CÂU LỆNH LẶP

## VÒNG LẶP FOR

* Cú pháp

**for ( biến đếm=giá trị đầu; điều kiện lặp; tăng/giảm giá trị biến)**

**{**

**Câu lệnh lặp;**

**}**

* Ý nghĩa.
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* **Bước 1.**Biến đếm sẽ được gán giá trị đầu.
* **Bước 2.** Xét điều kiện lặp. **Nếu điều kiện sai** thoát vòng lặp**. Nếu điều kiện đúng** thì câu lệnh lặp sẽ được thực hiện rồi sang bước 3.
* **Bước 3.**Giá trị biến đếm sẽ được tăng hay giảm theo biểu thức tăng giảm.
* **Bước 4.** Quay về bước 2.
* Ví dụ

|  |  |
| --- | --- |
| int i;  for (i=1; i<=10;i++)  cout<<i<<” ”;  count<<endl<<“sau vong lap gia tri bien dem la ”<<i; | Khai báo biến i là biến toàn cục. (nghĩa là biến được sử dụng ở bất kỳ đâu trong chương trình)  Vòng for này sẽ in ra các giá trị từ 1 đến 10.  1 2 3 4 5 6 7 8 9 10  sau vong lap gia tri bien dem la 11 |
| for (int i=1; i<=10;i++)  cout<<i<<” ”;  count<<endl<<“sau vong lap gia tri bien dem la ”<<i; | Khai báo biến i là biến cục bộ của vòng lặp for (nghĩa là i chỉ tồn tại trong vòng lặp)  Vòng for này sẽ in ra các giá trị từ 1 đến 10.  1 2 3 4 5 6 7 8 9 10  C++ sẽ báo lỗi vì không nhận biết biến i. |
| int i;  for (i=1; i<=10;i+=3)  cout<<i<<” ”;  count<<endl<<“sau vong lap gia tri bien dem la ”<<i; | i+=3 nghĩa là i=i+3;  Biến i được tăng mỗi lần 3 đơn vị.  Vòng for này sẽ in ra các giá trị  1 4 7 10  sau vong lap gia tri bien dem la 13 |
| int i;  for (i=10; i>=10;i+=3)  cout<<i<<“ ”; | Vòng lặp này sẽ là vòng lặp vô tận, vì điều kiện luôn đúng, do đó chúng ta cần lưu ý kỹ đến điều kiện lặp và giá trị tăng giảm biến đếm. |
| int i;  for (i=10; i>=10;i-=3)  cout<<i<<‘ ’;  count<<endl<<“sau vong lap gia tri bien dem la ”<<i; | Vòng for này sẽ in ra các giá trị  10 7 4 1  sau vong lap gia tri bien dem la -2 |
| int i=3;  for (int i=10; i>=10;i-=3)  cout<<i<<‘ ’;  count<<endl<<“sau vong lap gia tri bien dem la ”<<i; | Biến i ở trên đã khai báo biến toàn cục  Nhưng vào for ta khai báo biến i, C++ sẽ ưu tiên xem i là biến cục bộ của for, và giá trị của i trong for chỉ là giá trị của biến cục bộ không ảnh hưởng đến biến toàn cục.  Vòng for này sẽ in ra các giá trị  10 7 4 1  sau vong lap gia tri bien dem la 3 (đây là giá trị từ đầu ta khai báo ở biến toàn cục). |

* **Cú pháp tổng quát của for.**

**for ( biến đếm1=giá trị đầu1, biến đếm2=giá trị đầu2; điều kiện lặp; tăng/giảm giá trị của các biến đếm)**

**{**

**Câu lệnh lặp;**

**}**

|  |  |
| --- | --- |
| for (int i=0,j=0; i+j<=10;j++,i++)  cout<<i+j<<“ ”; | Vòng for này sẽ in ra các giá trị  0 2 4 6 8 10 |

## VÒNG LẶP WHILE

* Cú pháp

![](data:image/png;base64,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)

**while (điều kiện lặp)**

**{**

**Câu lệnh lặp;**

**}**

* Ý nghĩa
* Nếu điều kiện đúng câu lệnh sẽ được lặp.
* Sau khi câu lệnh được thực hiện, C++ sẽ xét tiếp điều kiện. Vòng lặp sẽ lặp cho đến khi điều kiện là sai.
* **Lưu ý.** Câu lệnh lặp trong while là khối lệnh, vì trong câu lệnh lặp phải có câu lệnh làm thay đổi điều kiện. Nếu không vòng lặp sẽ thành vòng lặp vô tận.

|  |  |
| --- | --- |
| int i=1;  while (i<5)  {  cout<<i<<“ ”;  i+=1;  } | Vòng lặp sẽ in ra các giá trị  1 2 3 4 |
| int i=1;  while (i<5)  cout<<i<<“ ”; | Đây là vòng lặp vô tận, sẽ in mãi số 1, vì i giữ giá trị 1 và điều kiện lặp luôn đúng |

## LỆNH BREAK VÀ CONTINUE

|  |  |  |
| --- | --- | --- |
| break; | Lệnh break; trong C++ được sử dụng để thoát khỏi vòng lặp trong C++ | |
|  | for (i=1; i<=10;i+=3)  {  cout<<i<<‘ ’;  if i==3  break;  } | Vòng lặp này sẽ in ra màn hình  1 2 3  Vì i=3 C++ thực hiện câu lệnh break làm thoát vòng lặp |
| **Continue;** | Lệnh này nó buộc trở về kiểm tra điều kiện để thực hiện vòng lặp tiếp theo và bỏ qua các lệnh bên trong vòn lặp hiện tại sau lệnh continue.  Đối với vòng lặp for, câu lệnh continue làm cho điều khiển chương trình tăng hoặc giảm biến đếm của vòng lặp. Đối với vòng lặp while và do-while, câu lệnh continue làm cho điều khiển chương trình quay về đầu vòng lặp và kiểm tra điều kiện của vòng lặp. |  |

# CÁC HÀM LẤY GIÁ TRỊ KIỂU DỮ LIỆU

|  |  |  |
| --- | --- | --- |
| * Trả về giá trị lớn nhất của kiểu số nguyên |  |  |
| * Trả về giá trị nhỏ nhất của kiểu số nguyên |  |  |
| * Trả về giá trị lớn nhất của kiểu số long |  |  |
| * Trả về giá trị nhỏ nhất của kiểu số long |  |  |
| * Trả về giá trị lớn nhất của kiểu số long |  |  |
| * Trả về giá trị nhỏ nhất của kiểu số long |  |  |
| * Trả về giá trị lớn nhất của kiểu số char |  |  |
| * Trả về giá trị nhỏ nhất của kiểu số char |  |  |
| * Trả về giá trị lớn nhất của kiểu số unsigned long |  |  |

# CÁC HÀM TOÁN HỌC THÔNG DỤNG

|  |  |  |
| --- | --- | --- |
|  | Trả về giá trị tuyệt đối của số nguyên |  |
|  | Trả về giá trị tuyệt đối của số thực |  |
|  | Trả về giá trị lớn nhất của hai số nguyên và |  |
|  | Trả về giá trị nhỏ nhất của hai số nguyên và |  |
|  | Trả về giá trị lớn nhất, nhỏ nhất của hai số thực và . |  |
|  | Trả về số nguyên là giá trị làm tròn xuống của .  Hay có thể hiểu là lấy phần nguyên của số thực . |  |
|  | Trả về giá trị nguyên là giá trị làm tròn lên của số thực |  |
|  | Trả về số nguyên là giá trị làm tròn của số thực |  |
|  | Trả về giá trị căn bậc 2 của |  |
|  | Trả về giá trị căn bậc 3 của |  |
|  | Trả về phần dư của phép chia 2 số thực. |  |
|  | Đổi giá trị hai biến cho nhau | và |
|  | Tính |  |
|  | Tính |  |

# KIỂU KÝ TỰ - KIỂU CHUỔI

## BẢNG MÃ ASCII

1. **Bảng mã Ascii**

* Là bảng ký tự và bảng mã ký tự của bảng chữ cái la tinh và con số trong thể hiện kiểu bit trong máy tính. Gồm 127 ký tự tương ứng từ 0 đến 126.

1. **Bảng mã ký tự số**

|  |  |
| --- | --- |
| Mã hóa bằng bảng mã trong hệ thập phân | Ký tự con số được thể hiện con |
| 48 | 0 |
| 49 | 1 |
| 50 | 2 |
| 51 | 3 |
| … | … |
| 57 | 9 |

1. **Bảng mã ký chữ cái thường**

|  |  |
| --- | --- |
| Mã hóa bằng bảng mã trong hệ thập phân | Ký tự chữ cái thường được thể hiện con |
| 97 | a |
| 98 | b |
| 99 | c |
| 100 | d |
| … | … |
| 122 | z |

1. **Bảng mã ký chữ cái in hoa**

|  |  |
| --- | --- |
| Mã hóa bằng bảng mã trong hệ thập phân | Ký tự chữ cái in hoa được thể hiện con |
| 65 | A |
| 66 | B |
| 67 | C |
| 68 | D |
| … | … |
| 90 | Z |

## KIỂU KÝ TỰ

1. **Định nghĩa.**

* Kiểu ký tự là một kiểu dữ liệu có kích thước là 1 byte, dùng để chứa một ký tự.
* Kiểu ký tự luôn đặt giữa hai dấu nháy đơn (‘ ’).

1. **Khai báo**

|  |  |
| --- | --- |
| char b; | Biến b có thể là kiểu ký tự |

1. **Các hàm sử lý trên ký tự**

* Kiểu char trong C++ được lưu trữ trong bộ nhớ là kiểu số nguyên (phạm vi từ ). Do đó ta có thể sử dụng các phép toán của số nguyên đối với kiểu ký tự, tương ứng với giá trị của ký tự trong bảng mã ASCII.

|  |  |  |
| --- | --- | --- |
| **Hàm** | **Kết quả** | **Giải thích** |
| **;** | ; | Ký tự ‘a’ trong bảng mã là 97.  Cộng 1 vào sẽ là 98 → ký tự b; |
| **;** | ; | Ký tự ‘c’ trong bảng mã là 99.  Trừ 2 vào sẽ là 97 → ký tự a; |
| **;** | 99 | Ép kiểu trả ra giá trị bảng mã của ký tự c |
| **;** |  | Ký tự ‘a’ trong bảng mã là 97.  Ký tự ‘c’ trong bảng mã là 99 |
|  |  | Ép kiểu trả về ký tự thứ 97 trong bảng mã. |
|  |  | Đổi từ chữ số về số ta lấy biến chứ ký tự đó -48. |
| **Đổi từ chữ cái in thường sang in HOA** |  | Đổi từ chữ cái thường ra in HOA  Lấy biến |
|  | Kiểm tra giá trị của c có phải là chữ cái không?   * Nếu C là chữ in HOA giá trị trả về là 1 * Nếu C là chữ thường giá trị trả về là 2 * Nếu C không phải chữ giá trị trả về là 0 |  |
| **Đổi từ chữ cái in HOA sang in THƯỜNG** |  | Đổi từ chữ HOA ra in HOA  Lấy biến |
|  | Kiểm tra giá trị của c có phải là chữ số không?   * Nếu C là chữ số từ ‘0’ đến ‘9’ thì trả về giá trí 1 * Nếu C là không phải chữ số thì trả về giá trị 0. |  |

## KIỂU CHUỔI

1. **Định nghĩa**

* Kiểu chuổi trong được coi là một mảng một chiều với các phần tử là một ký tự mà kết thúc của chuổi bởi ký tự null ‘\0’.
* Chiều dài của chuổi khá lớn (không giới hạn), phụ thuộc vào khả năng cấp phát bộ nhớ của máy tính.

1. **Khai báo**

|  |  |
| --- | --- |
| string a; | Khai báo biến a là kiểu chuổi.  Phần tử đầu tiên của chuổi là 0 |
| Char c[50]; | Biến c là một biến chuỗi gồm 50 phần tử ( một mảng gồm 50 phần tử, mỗi phần tử có kiểu là ký tự) |

1. **Lưu ý:**

* Một **string** với chiều dài **n**, những vị trí của các ký tự của **string** có phạm vi từ 0 tới n – 1.
* Có thể truy xuất ký tự trong **string** như mảng với **cú pháp**: **<tên chuỗi> [vị trí]**.
* Có thể gán hai chuỗi **string**, nối chuỗi bằng toán tử “+”.
* So sánh hai chuỗi bằng các **toán tử quan hệ (<, >, ==, !=,…)**.

1. **Các hàm sử lý trên chuổi**

|  |  |  |
| --- | --- | --- |
| Hàm | Ý nghĩa | Ghi chú |
|  | * Lấy các ký tự từ cin vào chuổi đến khi gặp ký tự khoảng trắng. | Chuổi được khai báo  **string chuổi;** |
|  | * Lấy hết các ký tự từ cin vào chuổi. |
|  | * Lấy từ cin ký tự đưa vào chuổi | Chuổi được khai báo  **char chuổi [số lượng];** |
|  | * Trả về số ký tự của chuổi. |  |
|  |
|  | Trích một chuổi con với chiều dài y bắt đầu từ vị trí x | String s=“ABCDEFGH”  s.substr(2,3)=”CDE”  s.substr(2)=”CDEFGH” |
| Nếu không có y, sẽ trích một chuổi từ vị trí x đến cuối chuổi |
|  | Kiểm tra chuổi có trong chuổi không? Nếu có thì trả về vị trí bắt xuất hiện đầu tiên của s1 trong chuổi.  Nếu không sẽ trả về giá trị -1 (giá trị max của unsigned long long) | String s=“ABCDEBCD”  s.find(“CD”)=2  s.find(“BE”)= -1 |
| Chuổi.erase(chuổi.begin()+i); | * Xóa một ký tự thứ i trong chuổi. | String s=“ABCDEFGH”  s.erase(s.begin()+2);  s=“ABDEFGH” |
|  | Xóa tất cả chừa lại i ký tự đầu | s.erase(2);  s=“AB” |
|  | Xóa từ vị trí i, xóa j ký tự | s.erase(1,2);  s=“ ADEFGH” |
|  | Thay thế n ký tự tại vị trí bắt đầu là bằng chuổi . | s=“ ABCDEF”  s.replace(2,3,“123”);  s=“AB123F” |
| Lưu ý lệnh replace là thay thế n ký tự của s bằng str. | s=“ ABCDEF”  s.replace(2,3,“12”);  s=“AB12F” |
| s=“ ABCDEF”  s.replace(2,3,“1234”);  s=“AB1234F” |
|  | So sánh chuổi với str  Nếu chuổi>str kết quả là  Nếu chuổi=str kết quả là  Nếu chuổi<str kết quả là | s="ABCDEF";  cout<<s.compare("ABDEF");  **kết quả là .** |
| s="ABCDEF";  cout<<s.compare("ABB");  **kết quả là .** |
| s="ABCDEF";  string s1="AA";  cout<<s.compare(s1);  **kết quả là .** |
|  | Chèn str vào chuổi từ vị trí | Kết quả |
|  | Đổi của biến số thành chuổi. | Kết quả |

# MẢNG

## MẢNG MỘT CHIỀU

1. **Định nghĩa**

* Mảng là một dãy hữu hạn các phần tử có cùng kiểu dữ liệu.
* Trong C++ phần tử đầu tiên luôn được đánh số 0.

1. **Khai báo**

* Kiểu dữ liệu **tên mảng** [số phần tử];

|  |  |
| --- | --- |
| Khai báo | Ý nghĩa |
| int a[10]; | Khai báo một mảng a gồm 10 phần tử, mỗi phần tử đều có kiểu int. |

1. **Các lệnh liên quan đến mảng một chiều**

|  |  |  |
| --- | --- | --- |
| Truy cập vào phần tử thứ i của mảng | a[i]=5 | Gán phần tử thứ i của mảng với giá trị 5 |
| Nhập xuất giá trị của mảng | Ta dùng vòng lặp for, ví dụ mảng a có n phần tử. Nhập giá trị mảng a từ bàn phím.  for(i=0;i<n; i++)  cin>>a[i]; | |
| Lưu ý. Nếu khởi tạo mảng trong hàm main thì giá trị của mãng sẽ có giá trị ngẫu nhiên (Rác) | int main()  {  int a[10];  for (i=0;i<10;i++)  cout<<a[i]<<“ ”;  kết quả là  8 0 4199705 0 8 0 44 0 7018240 0 16 | |
| Nếu khởi tạo mảng trước hàm main thì giá trị của mãng là 0 | int a[10];  int main()  {  for (i=0;i<10;i++)  cout<<a[i]<<“ ”;  kết quả là  0 0 0 0 0 0 0 0 0 0 | |
| Gán tất cả giá trị của mãng cùng 1 giá trị | Fill(mãng,mãng+ số phần tử mãng, giá trị cần gán) | |
| int a[5];  fill(a,a+5,2);  nghĩa là tất cả 5 phần tử của a đều có giá trị là 2 | |

## HÀM SORT MẢNG MỘT CHIỀU

* Cú pháp

|  |
| --- |
|  |

* **Lưu ý.**
* Vị trí đầu là số 0
* Nếu cách sắp xếp để trống thì C++ tự mặc định là sắp xếp tăng dần
* Để sắp xếp giảm dần

|  |  |
| --- | --- |
| bool cmp(int A, int B)  {  return A>B;  } | Xây dựng một hàm cmp |
|  | |

|  |  |  |
| --- | --- | --- |
| Cho mảng | | |
|  |  | Do chỉ số sắp xếp bắt đầu từ 0 và xếp 4 phần tử  Nên xét 4 số 5 3 4 1 để xếp. |
|  |  |  |
| bool cmp(int A, int B)  {  return A>B;  } |  | Sắp xếp giảm dần mảng a |

## MẢNG HAI CHIỀU

1. **Định nghĩa**

* Mảng hai chiều lưu trữ các phần tử theo dạng bảng ( ma trận) gồm dòng và cột. Hình bên là một bảng ( ma trận) gồm m hàng và n cột

1. **Khai báo**

|  |
| --- |
|  |

* **Lưu ý** ta nên khai báo mảng 2 chiều là biến toàn cục ( trước hàm main) không nên khai báo là biến cục bộ vì sẽ bị giới hạn bởi bộ nhớ cấp phát cho một hàm.

|  |  |  |
| --- | --- | --- |
| int a[4][3] | Khai báo một mảng hai chiều a gồm 4 hàng và mỗi hàng 3 cột |  |
| int b[3][4] | Khai báo một mảng hai chiều b gồm 4 hàng và mỗi hàng 3 cột |  |
| int c[3][3] | Khai báo một mảng hai chiều c gồm 3 hàng và mỗi hàng 3 cột.  Lúc này mảng c được gọi là bảng vuông |  |

1. **Truy xuất đến một phần tử trong mảng**

* Cũng như mảng một chiều, hàng đầu tiên, cột đầu tiên của bảng đều được đánh từ số 0.
* Một ô của bảng sẽ được xác định bởi của ô đó.
* Cú pháp
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* Hàng đầu tiên là hàng số 0.
* Cột đầu tiên là cột thứ 0.
* Ô đầu tiên có địa chỉ , ô thứ hai là , cứ như vậy ô cuối cùng hàng 1 là .
* Vậy để truy cập vào ô ở hàng i hàng j trong mảng a. ta dùng tên .
* Để duyệt các phần tử của mảng thường ta sẽ dùng hai vòng lặp for để duyệt.

1. **Khởi tạo giá trị ban đầu cho mảng hai chiều**

* Khởi tạo giá trị ban đầu như mảng một chiều.

|  |  |  |
| --- | --- | --- |
|  | sẽ tạo một bảng có các giá trị ban đầu như sau: |  |
|  | Khởi tạo giá trị ban đầu theo từng nhóm là giá trị các dòng |
|  | Khởi tạo các giá trị ban đầu, các phần tử còn lại có giá trị ngẫu nhiên nhưng thường là 0 |  |
|  | Khởi tạo tất cả giá trị ban đầu của a là |  |

* Lưu ý việc khởi tạo giá trị ban đầu cho bảng chỉ được chấp thuận trong khi khai báo bảng.

|  |  |
| --- | --- |
|  | Sẽ bị báo lỗi. |
|  |

# CHƯƠNG TRÌNH CON

## CHƯƠNG TRÌNH CON TRONG C++

* Dựa vào tham số và kiểu trả về, có thể có các loại hàm sau:
  + Hàm **không có tham số** và **không có kiểu trả về**
  + Hàm **không có tham số** nhưng **có kiểu trả về**
  + Hàm **có tham số** nhưng **không có kiểu trả về**
  + Hàm **có tham số** và **có kiểu trả về**

|  |  |  |
| --- | --- | --- |
| Hàm không có tham số và không có kiểu trả về. | Void tên\_hàm  {  Các câu lệnh;  } | void nhap()  {  freopen(“a.INP”,“r”, stdin);  cin>>a;  } |
| Cách gọi hàm  Tên\_hàm(); | void main()  {  int a;  nhap();  } |
| **Hàm không có tham số nhưng có kiểu trả vè** | Kiểu\_trả\_về tên\_hàm  {  Các câu lệnh;  Return giá\_trị\_trả\_về;  } | Int nhap()  {  int n;  freopen(“a.INP”,“r”, stdin);  cin>>n;  return n;  } |
| Cách gọi hàm  Biến=Tên\_hàm(); | Void main()  {  int a;  a = nhap();  } |
| Hàm có tham số nhưng không có kiểu trả về | Void Tên( kiểu TS biến)  {  Các câu lệnh;  } | void Luy\_thua (int a)  {  S=1;  For( int i=1;i<=a;i++)  s=s\*2;  } |
| Cách gọi hàm  Tên\_hàm(biến); | Int main()  {  int s;  luythua(n);  return 0;  }  Lúc này giá trị n sẽ được truyền vào biến a.  Và khi gọi hàm luythua. Ta có S là kết quả của . |
| **Hàm có tham số và có kiểu trả về.** | Kiểu hàm  {  Các câu lệnh;  Return giá\_trị\_trả\_về;  } | int luythua(int a)  {  int s;  For( int i=1;i<=a;i++)  s=s\*2;  return s;  } |
| Cách gọi hàm  Biến=Tên\_hàm(biến); | Cout<<“2 mu n”<<luythua(n); |

## TRUYỀN THAM SỐ, TRUYỀN THAM TRỊ

* Trong C++ hỗ trợ những cách truyền đối số cho hàm là:
* Truyền bằng tham trị (pass by value)
* Truyền bằng địa chỉ (pass by address hoặc pass by pointer)
* Truyền bằng tham chiếu (pass by reference)

1. **Khái niệm tham số, đối số và tham trị.**

* Tham số của hàm là những biến được khai báo trong khai báo hàm. Tham số đóng vai trò là giá trị đầu vào của hàm số.
* Đối số là giá trị được truyền vào hàm mỗi khi thực hiện lời gọi hàm. Đối số phải có kiểu dữ liệu phù hợp với tham số của hàm.

|  |  |
| --- | --- |
| Void foo (int a,int b)  {  Câu lệnh;  } | Hai biến a,b được gọi là tham số của hàm foo. |
| int main()  {  foo(1,2);  } | 1 và 2 là hai đối số của hàm foo.  Khi đó giá trị 1 sẽ được tiếp nhận và lưu trữ bởi biến a  Giá trị 2 sẽ được tiếp nhận và lưu trữ bởi biến b. |

* Truyền đối số cho hàm có thể truyền dưới dạng hằng ( giá trị cụ thể), biến, biểu thức nhưng tham số của hàm chỉ sẽ nhận giá trị, ta gọi là **truyền tham trị**.
* Lúc này nếu đối số cho hàm là một biến thì tham số chỉ lấy giá trị của biến, và sau khi hàm được gọi giá trị của biến đối số không đổi.

|  |  |
| --- | --- |
| int tang(int a)  {  a++;  return a;  }  Void main()  {  int ;  cout<<tang(x)<< “ ”<<x;  } | Ta được kết quả là  6 5  Vì x được truyền tham trị  Nên tham số a nhận giá 5  Còn đối số x không bị thay đổi giá trị nên vẫn là 5. |

1. **Truyền tham chiếu cho hàm**

* Nếu muốn giá trị của đối số là biến cũng thay đổi sau khi lời gọi hàm thì ta cần truyền theo kiểu tham chiếu. Lúc này tham số cho hàm phải được định nghĩa dưới dạng địa chỉ ( hay con trỏ) – phần này chúng ta nghiên cứu kỹ hơn ở phần con trỏ, để làm điều này chúng ta dùng toán tử &.
* Lưu ý
  + Khi đã khai tham số dưới dạng địa chỉ thì phép truyền gọi là truyền tham chiếu.
  + Đối với phép truyền tham chiếu thì đối số chỉ có thể biến.

|  |  |
| --- | --- |
| int tang(int &a)  {  a++;  return a;  }  Void main()  {  int ;  cout<<tang(x)<< “ ”<<x;  } | Ta được kết quả là  6 6  Vì x được truyền tham chiếu  Nên tham số a nhận giá 5 và lúc này x và a như nhau.  a có giá trị 6 thì x cũng có giá trị 6 |

1. **Truyền mảng cho hàm**

* Mảng có thể được truyền vào hàm như là các tham số.
* Bản chất của việc truyền mảng vào hàm là ta truyền địa chỉ của phần tử đầu tiên cho hàm chứ không phải truyền toàn bộ mảng. Do đó các mảng luôn được **truyền con trỏ** (**pass by pointer**) vào hàm. Nó tương tự truyền tham chiếu, có nghĩa là các mảng có thể **thay đổi giá trị** bởi lời gọi hàm.

|  |  |
| --- | --- |
| Void changeArr (int b[])  {  a[0]=99;  }  Int main()  {  int a[5]={1;2;3;4;5};  changeArr(a);  return 0;  } | Kết quả sau lời gọi hàm changeArr  Mảng a là 99 2 3 4 5. |

# CON TRỎ (POINTER)

## KHÁI NIỆM

* Trong ngôn ngữ C++, con trỏ (pointer) là biến lưu trữ địa chỉ bộ nhớ của những biến khác.
* Biến con trỏ chỉ dùng chứa địa chỉ của một ô nhớ mà con trỏ trỏ tới. Nhưng khi ta truy cập đến biến con trỏ thì biến con trỏ sẽ trả về giá trị của biến mà biến con trỏ trỏ tới.

|  |  |
| --- | --- |
|  | Trong sẽ tạo     * Biến a có địa chỉ là 0x61ff08 * Vậy con trỏ khi trỏ đến biến a sẽ cho giá trị là 0x61ff08 |

## KHAI BÁO

|  |
| --- |
|  |

|  |  |
| --- | --- |
|  | * Khai báo một biến cho trỏ ch, dùng để trỏ đến vùng nhớ có kiểu char. |
|  | * Khai báo một biến con trỏ i, dùng để trỏ đến vùng nhớ có kiểu số nguyên. * Khai báo một biến j là biến chứa số nguyên |

## CÁC PHÉP TOÁN VỚI BIẾN CON TRỎ

|  |  |  |  |
| --- | --- | --- | --- |
| Gán giá trị cho biến con trỏ |  |  | 5  0x61ff08  5  0x61ff08  100 |
| Giá trị của biến con trỏ |  |
| Thay đổi giá trị của biến | Khi đã gán biến con trỏ với một ô nhớ, thì khi giá trị của con trỏ thay đổi thì giá trị của biến cũng thay đổi theo |

## SỰ TƯƠNG QUAN GIỮA CON TRỎ VÀ MẢNG MỘT CHIỀU

* Bản chất khi ta khai báo một mảng một chiều, C++ sẽ cung cấp một số các ô nhớ liên tiếp trong bộ nhớ. Do đó chỉ cần xác định được địa chỉ của ô chứa phần tử đầu tiên của mảng ta dễ dàng suy ra các địa chỉ các ô kế tiếp.
* Do đó có thể sử dụng một biến con trỏ để lưu trữ địa chỉ của phần tử đầu tiên trong mảng, lúc này biến con trỏ sẽ tương đương với một mảng một chiều mà nó đang trỏ tới.

|  |  |
| --- | --- |
|  | Khai báo một mảng a gồm 5 phần tử và một biến con trỏ arr. |
|  | Cả 2 cách đều cho biến con trỏ trỏ đến địa chỉ của ô đầu tiên của mảng |
|  |
|  | Tương đương |
|  | Tương đương |

## CON TRỎ NULL

* Con trỏ NULL hay con trỏ trỏ vào NULL là con trỏ không trỏ vào đâu cả.
* Con trỏ NULL khác với con trỏ chưa được khởi tạo, khi con trỏ được khai báo nhưng chưa được khởi tạo giá trị con trỏ sẽ chứa giá trị rác.

|  |  |
| --- | --- |
|  | * Khởi tạo một biến con trỏ a; * Lúc này do chưa có giá trị nên con trỏ a sẽ có giá trị rác nào đó. |
|  | * Gán biến con trỏ a là NULL. Trong định nghĩa giá trị NULL là 0. |
|  |

## CẤP PHÁT ĐỘNG

* Con trỏ phát huy sức mạnh trong việc cấp phát động. Vậy cấp phát động là gì?
* Để tìm hiểu cấp phát động là gì chúng ta cùng xem một bài toán “Nhập một mảng gồm các số tự nhiên lớn hơn 0, khi nhập số 0 thì kết thúc quá trình nhập rồi sắp xếp các số đã nhập theo thứ tự tăng dần”
* Nhận xét ta nhận thấy bài toán chưa cho cận trên của mảng, dẫn đến tình trạng nếu ta khai báo mảng chỉ có 100 phần tử thì bài toán nhập 101 phần tử thì sao?
* Để giải quyết bài toán ta cần dùng cấp phát động.
* do ta cấp phát động cho biến, mảng,.. Tuy nhiên việc sử dụng một mảng động thông qua việc cấp phát động bằng con trỏ khá phức tạp nên chúng ta sẽ sử dụng kiểu vectơ cũng được xem là kiểu mảng động thông qua con trỏ.

## KIỂU VECTOR (MẢNG ĐỘNG)

### Định nghĩa

* Không giống như [array (mảng)](https://topdev.vn/blog/4-ung-dung-cua-array-from/), chỉ một số giá trị nhất định có thể được lưu trữ dưới một tên biến duy nhất. Vector giống dynamic array (mảng động) nhưng có khả năng tự động thay đổi kích thước khi một phần tử được chèn hoặc xóa tùy thuộc vào nhu cầu của tác vụ được thực thi, với việc lưu trữ của chúng sẽ được vùng chứa tự động xử lý. Các phần tử vector được đặt trong contiguous storage (bộ nhớ liền kề) để chúng có thể được truy cập và duyệt qua bằng cách sử dụng iterator.
* Một số lưu ý
* Bạn không cần phải khai báo kích thước của mảng ví dụ int A[100]…, vì vector có thể tự động nâng kích thước lên.
* Nếu bạn thêm 1 phần tử vào vector, thì nó sẽ tự động tăng kích thước của nó lên để dành chỗ cho giá trị mới này.
* Vector cho bạn biết số lượng các phần tử mà bạn đang lưu trong đó.
* Dùng số phần tử âm vẫn được trong vector ví dụ , , rất tiện trong việc cài đặt các giải thuật.
* Không có vector nào không được sắp xếp trong . Các phần tử vector được đặt trong bộ nhớ liền kề để chúng có thể được truy cập và di chuyển qua các iterator. Trong vector, dữ liệu được chèn vào cuối. Việc chèn một phần tử vào cuối sẽ mất thời gian chênh lệch, vì đôi khi có thể cần mở rộng vector. Việc xóa phần tử cuối cùng chỉ mất thời gian không đổi vì không xảy ra thay đổi kích thước. Chèn và xóa ở đầu hoặc giữa vector là tuyến tính theo thời gian.

### Khai báo

|  |
| --- |
|  |

|  |  |
| --- | --- |
|  | * Khai báo một vector (mảng động) có tên là a, với mỗi phần tử có kiểu là int; |

### Các hàm trên Vector

|  |  |  |
| --- | --- | --- |
|  | * Đưa giá trị vào vị trí sau cùng của vectơ. * Nếu giá trị x không phù hợp với kiểu của vecto sẽ bị bỏ qua | * Vì giá trị 2.3 không phải số nguyên nên không được đưa vào trong mảng.   Lúc này mảng a chỉ còn 1 phần tử là 24 |
|  | * Trả về số lượng các phần tử đang được sử dụng của vecto. |
|  | * Xóa đi phần tử cuối cùng của mảng. |
|  | * Tạo ra một mảng gồm phần tử với mỗi phần tử đều có giá trị là . * Nếu mảng a đã có, thì C++ sẽ thay thế mảng đã có bằng mảng mới này. | Mảng a sẽ chỉ còn 2 phần tử là **1 1**  Mảng a sẽ chỉ còn 5 phần tử là  **2 2 2 2 2** |
|  | * Đặt con trỏ đến phần tử đầu tiên của vectơ | Vậy mảng a sẽ là  24 25 **3** 36 27  Vậy mảng a sẽ là  **30** 24 25 3 36 27 |
|  | * Đặt con trỏ đến phần tử cuối của vectơ |
|  | * Chèn giá trị y vào vị trí của con trỏ trỏ đến. |
|  | * Chèn n lần giá trị y vào vị trí con trỏ đang trỏ đến. | Vậy mảng a sẽ là  30 **4 4** 24 25 3 36 27 |
|  | * Chèn từ các phần tử vị trí đến vị trí vào vị trí con trỏ đang trỏ. * Lưu ý. là vị trí do con trỏ trỏ tới * Phần tử  **không được chèn vào.** | Mảng a đang là 24 25 3 6 2 1  Mảng a đang là  24 25 3 6 **24 25**  2 1 |
|  | * Xóa các phần tử tử vị trí con trỏ trỏ đến, đến vị trí thêm y vị trí | Mảng a đang là  24 25 3 3 26 27  Mảng a sẽ là **25 3 3 26 27**  Mảng a đang là 24 25 3 3 26 27  Mảng a sẽ là **25 3 3 26 27**  Mảng a đang là  24 25 3 3 26 27  Mảng a sẽ là **3 3 26 27.** |
|  | * Xóa tất cả các phần tử của mảng. |  |
|  | Thay đổi kích thước của vecto bằng n.  Nếu nhỏ hơn kích thước đang có của vecto thì những phần tử thừa sẽ bị bỏ đi để vecto đó có kích thước đúng bằng n.  Ngược lại nếu lớn hơn kích thước đang có, thì các giá trị mặc định sẽ được thêm vào cho đủ n phần tử ( Ví dụ vecto kiểu int thì thêm vào số 0, còn kiểu char thì sẽ thêm vào giá trị trống. | |
| Duyệt mảng, in các phần tử của mảng | for(int i=0;i<a.size();i++)  cout<<a[i]<<" "; | |

### Hàm sort cho mảng động

|  |
| --- |
|  |

|  |  |  |
| --- | --- | --- |
| Cho mảng | | |
|  |  | Sắp xếp từ phần tử đầu đến phần tử cuối |
|  |  |  |
| bool cmp(int A, int B)  {  return A>B;  } |  | Sắp xếp giảm dần mảng a |

### Khai báo Vecto hai chiều

|  |
| --- |
|  |

|  |  |
| --- | --- |
|  | Tạo vecto 2 chiều rỗng. |
|  | Bị lỗi. Vì 2 dấu ngoặc sát nhau ( phải có 1 dấu cách) |

# ITERATORS

## Định nghĩa

* Iterator là một con trỏ được sử dụng để đại diện cho một phần tử nào đó.
* Được sử dụng đại diện cho các biến được trỏ đến để thực hiện các thao tác thêm, sửa, xóa, …

## Khai báo

|  |
| --- |
|  |

|  |  |
| --- | --- |
|  | Khai báo một vector (mảng động) có tên là a, với mỗi phần tử có kiểu là int; |
|  | Khai báo một con trỏ tên là it được sử dụng đại diện cho một phần tử của một vectơ với mỗi phần tử của vectơ là một int. |
| Nếu con trỏ iterators it này được trỏ tới phần tử đầu tiên của vecto a thì mọi thay đổi liên quan đến con trỏ it cũng sẽ làm thay đổi trên phần tử đầu tiên của vecto a. |

## Cách sử dụng

|  |  |  |
| --- | --- | --- |
|  | | |
| ; | Gán con trỏ iterators it với phần tử đầu tiên của vecto a. |  |
| ; | Gán con trỏ iterators it với phần tử cuối cùng của vecto a. |

# KIỂU MAP

## Định nghĩa

* Kiểu map trong C++ là một tập hợp các phần tử được sắp xếp theo thứ tự cụ thể, mà mỗi phần tử trong đó được hình thành bởi sự kết hợp của một cặp khóa và giá trị (key và Value) với mỗi khóa (key) là duy nhất trong map.
* Trong map, các **khóa** (key) được sử dụng để sắp xếp và xác định **giá trị** (value) tương ứng được liên kết với nó. Mỗi khóa trong map là duy nhất và không được phép trùng lặp. Các giá trị trong map thì có thể trùng lặp, chúng có thể thay đổi giá trị, cũng như là được chèn hoặc xóa khỏi map.
* Về mặt nội bộ, các phần tử trong map luôn được sắp xếp theo khóa của nó theo thứ tự cụ thể một cách nghiêm ngặt, được chỉ ra bởi đối tượng so sánh nội bộ của map. Nếu ta thêm các phần tử mới không theo thứ tự cụ thể vào một map, chúng sẽ tự động sắp xếp lại theo khóa trước khi được lưu trữ nội bộ.

## Khai báo kiểu map

|  |
| --- |
|  |

|  |  |
| --- | --- |
| **Map <char,int> a;** | * Khai báo một map tên a gồm 2 kiểu * Key là kiểu char * Value kiểu int; |

## Gán giá trị kiểu map

tên\_biến\_map [key]=value;

|  |  |
| --- | --- |
|  |  |

## Truy cập giá trị trong map

* Để truy cập đến một phần tử trong map thông qua phần tử key của phần tử đó. Nếu key đó có trong map thì giá trị Value của phần tử đó sẽ được trả về, ngược lại nếu phần tử đó không có trong map thì giá trị trả về là 0.

|  |  |  |
| --- | --- | --- |
| Map <char,int> a;  cout<<a[‘a’]<<endl;  Cout<<a[‘b’]<<endl;  Cout<<a[‘c’]<<endl; | **Kết quả là**  **2**  **3**  **0** |  |

## Liệt kê các phần tử của map

* Để liệt kê các phần tử của map, ta sử dụng con trỏ iterator để duyệt qua từng phần tử của map
  + Để truy xuất phần tử key ta sử dụng toán tử
  + Để truy xuất phần tử value ta sử dụng toán tử

|  |  |
| --- | --- |
| map <char,long> a;  map <char,long>::iterator it;  for (it=a.begin();it!=a.end();it++)  cout<<it->first<<" "<<it-second<<endl; |  |
|  |

## Một số hàm xử lý trên map

|  |  |  |
| --- | --- | --- |
|  | Trả về kích thước của map | ;  kết quả cho là **3** |
|  | Chèn thêm một cặp giá trị vào map. Lưu ý giá trị key khi được chèn sẽ tự được sắp xếp | ; |
|  | Xóa phần tử có key | ; |
|  | Xóa phần tử con trỏ iterator đang chỉ tới | ; |
|  | Trả về itarator trỏ đến phần tử cần tìm kiếm. Nếu không tìm thấy iterator trỏ về “end” của map | ;  Lúc này con trỏ it sẽ chỉ đến phần tử b. (lúc này it->second trả về giá trị 3) |
|  | Trả về iterator đến vị trí phần tử bé nhất mà không bé hơn (lớn hơn hoặc bằng) khóa (dĩ nhiên là theo phép so sánh), nếu không tìm thấy trả về vị trí “end” của map | ;  Lúc này con trỏ it sẽ chỉ đến phần tử b. (lúc này it->second trả về giá trị 3) |
|  | Trả về iterator đến vị trí phần tử bé nhất mà lớn hơn khóa, nếu không tìm thấy trả về vị trí “end” của map. | Lúc này con trỏ it sẽ chỉ đến phần tử c. (lúc này it->second trả về giá trị 4) |

# KIỂU SET

## Định nghĩa

* Set là một loại associative containers để lưu trữ các phần tử không bị trùng lặp (unique elements), và các phần tử này chính là các khóa (keys).
* Khi duyệt set theo iterator từ begin đến end, các phần tử của set sẽ tăng dần theo phép toán so sánh. Mặc định của set là sử dụng phép toán less ( tăng dần), bạn cũng có thể viết lại hàm so sánh theo ý mình.
* Set được thực hiện giống như cây tìm kiếm nhị phân (Binary search tree).
* Set là một kiểu tập hợp các giá trị khác nhau và các giá trị một khi đã ở trong set sẽ không thể bị thay đổi (const), tuy nhiên vẫn có thể thêm hoặc xóa phần tử, vậy nên rất hữu ích trong các dạng bài cần lược bỏ giá trị giống nhau. Đồng thời theo mặc định, các giá trị của set sẽ tự động được sắp xếp theo thứ tự tăng dần.

|  |  |
| --- | --- |
| Mảng đề cho | Khi đưa vào set |
| 1 3 2 4 | 1 2 3 4 |
| 1 1 3 3 2 | 1 2 3 |
| 1 1 1 1 | 1 |

## Khai báo

|  |
| --- |
|  |

|  |  |
| --- | --- |
|  | Khai báo một set kiểu nguyên có tên là a. Set a sẽ chứa các số nguyên khác nhau |

## Các vấn đề liên quan đến set

|  |  |
| --- | --- |
| Ghi dữ liệu từ mảng vào set | {    } |
| * Để liệt kê các phần tử của set, ta sử dụng con trỏ iterator để duyệt qua từng phần tử của set |  |

## Các hàm liên quan đến set

|  |  |  |
| --- | --- | --- |
|  | Trả về độ dài của set |  |
|  | Thêm phần tử vào set |  |
|  | Thêm phần tử từ vị trí của con trỏ đang trỏ đến | Lúc này set a được thêm vào 1 phần tử là số 6  Lúc này set a được thêm vào 3 phần tử là số 6 7 8  Lúc này set a được thêm vào 2 phần tử là số 8 9 |
|  | Xóa phần tử từ set |  |
|  | Xóa phần tử ở vị trí của con trỏ đang trỏ đến  Lưu ý. Con trỏ phải đang trỏ đến vị trí của set. | 1 2 3 4  Xóa 1 phần tử là phần tử it trỏ đến ( phần tử đầu tiên). Vậy a là 2 3 4 |
|  | xóa hết tất cả các phần tử của set |  |
|  | Trả về số lần xuất hiện của khóa trong container. Nhưng trong set, các phần tử chỉ xuất hiện một lần, nên hàm này có ý nghĩa là sẽ return 1 nếu khóa có trong container, và 0 nếu không có |  |
|  | Trả về it trỏ đến phần tử cần tìm kiếm. Nếu không tìm thấy iterator trỏ về vị trí “end” của set |  |
|  | Trả về it đến vị trí phần tử bé nhất mà không bé hơn (lớn hơn hoặc bằng) (dĩ nhiên là theo phép so sánh), nếu không tìm thấy trả về vị trí “end” của set |  |
|  | trả về true (1) nếu set không có phần tử, false (0) nếu có |  |

## Set được sắp xếp theo thứ tự giảm dần

|  |  |
| --- | --- |
| Tạo một hàm trước khi khai báo set | struct cmp  {  bool operator () (int a, int b)  {  Return a>b;  }  } ; |
| Khai báo set |  |
| Lưu ý lúc khai báo biết con trỏ cần cùng kiểu với set |  |

# KIỂU PAIR

## Định nghĩa

* Kiểu pair trong C++ đơn giản chỉ là tập hợp 2 phần tử (first và second).
* Đây cũng là kiểu dữ liệu được dùng để chứa mỗi cặp khóa và giá trị (key, value) trong map.

## Khai báo

using namespace std;

pair<first\_type, second\_type> tên\_biến;

|  |  |
| --- | --- |
| **pair<char, int> a;** | * Khai báo một pair gồm 2 kiểu * First là kiểu char * Second là kiểu int |

## Gán và truy cập giá trị kiểu pair

tên\_biến\_pair.first = value;

tên\_biến\_pair.second = value;

|  |  |
| --- | --- |
| pair<char, int> a;  a.first = ‘m’;  a.second = 3;  cout << a.first << endl;  cout << a.second << endl; | **Kết quả là**  **m**  **3** |

# PHÉP TOÁN TRÊN BIT

## PHÉP TOÁN LOGIC

|  |  |  |  |
| --- | --- | --- | --- |
| **Phép toán** | **C** | **Giá trị trả về** | **Ví dụ** |
| Phép Và (AND) | && | * Phép chỉ trả về giá ***ĐÚNG*** (1) khi a và b đều có giá trị đúng (1). |  |
| Phép Hoặc (OR) | || | * Phép chỉ trả về giá ***SAI (0)*** khi a và b đều có giá trị sai (0). |  |
| Phép Hoặc loại trừ (XOR) | ^ | * Phép chỉ trả về giá ***SAI (0)*** khi a và b có cùng giá trị, nhận giá trị ***ĐÚNG (1)*** khi a và b khác giá trị. |  |
| Phép phủ định (NOT) | ! | * Phép trả về giá đối của a. |  |